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| 第一部分：实验分析与设计（可加页）   1. 实验内容描述（问题域描述）     （1）掌握微程序控制器的组成原理。 （2）掌握微程序的编制、写入，观察微程序的运行过程   1. 实验基本原理与设计（包括实验方案设计，实验手段的确定，试验步骤等，用硬件逻辑或者算法描述）   微程序控制器的基本任务是完成当前指令的翻译和执行，即将当前指令的功能转换成可以  控制的硬件逻辑部件工作的微命令序列，完成数据传送和各种处理操作。它的执行方法就是将  控制各部件动作的微命令的集合进行编码，即将微命令的集合仿照机器指令一样，用数字代码  的形式表示，这种表示称为微指令。这样就可以用一个微指令序列表示一条机器指令，这种微  指令序列称为微程序。微程序存储在一种专用的存储器中，称为控制存储器。  微程序控制器的组成见图 3-2-2，其中控制存储器采用 3 片 2816 的 E2PROM，具有掉电保  护功能，微命令寄存器 18 位，用两片 8D 触发器（273）和一片 4D（175）触发器组成。微地址寄存器 6 位，用三片正沿触发的双 D 触发器（74）组成，它们带有清“0”端和预置端。在不判别测试的情况下，T2 时刻打入微地址寄存器的内容即为下一条微指令地址。当 T4 时刻进行测试判别时，转移逻辑满足条件后输出的负脉冲通过强置端将某一触发器置为“1”状态，完成地址修改。    在实验平台中设有一组编程控制开关 KK3、KK4、KK5（位于时序与操作台单元），可实现  对存储器（包括存储器和控制存储器）的三种操作：编程、校验、运行。考虑到对于存储器（包  括存储器和控制存储器）的操作大多集中在一个地址连续的存储空间中，实验平台提供了便利  的手动操作方式。以向 00H 单元中写入 332211 为例，对于控制存储器进行编辑的具体操作步骤  如下：首先将 KK1 拨至‘停止’档、KK3 拨至‘编程’档、KK4 拨至‘控存’档、KK5 拨至‘置数’档，由 CON 单元的 SD05——SD00 开关给出需要编辑的控存单元首（000000），  IN 单元开关给出该控存单元数据的低 8 位（00010001） 连续两次按动时序与操作台单元的开关，ST（第一次按动后 MC 单元低 8 位显示该单元以前存储的数据，第二次按动后显示当前改动的数据），此时 MC 单元的指示灯 MA5——MA0 显示当前地址（000000），M7——M0 显示当前数据（00010001）然后将 KK5 拨至。‘加 1’ IN 单元开关给出该控存单元数据的中 8 位档，（00100010），连续两次按动开关 ST，完成对该控存单元中 8 位数据的修改，此时 MC 单元的指示灯 MA5— ；再由 IN 单元开关给—MA0 显示当前地址（000000），M15——M8 显示当前数据（00100010）出该控存单元数据的高 8 （00110011），连续两次按动开关 ST，完成对该控存单元高 8 位数据的修改此时 MC 单元的指示灯 MA5——MA0 显示当前地址（000000），M23——M16 显示当前数据（00110011）。此时被编辑的控存单元地址会自动加 1（01H），由 IN 单元开关依次给出该控存单元数据的低 8 位、中 8 位和高 8 位配合每次开关 ST 的两次按动，即可完成对后续单元的编辑。    编辑完成后需进行校验，以确保编辑的正确。以校验 00H 单元为例，对于控制存储器进行  校验的具体操作步骤如下：首先将 KK1 拨至‘停止’档、KK3 拨至‘校验’档、KK4 拨至‘控存’档、KK5 拨至‘置数’档。由 CON 单元的 SD05——SD00 开关给出需要校验的控存单元地址（000000），连续两次按动开关 ST，MC 单元指示灯 M7——M0 显示该单元低 8 位数据（00010001）；KK5 拨至‘加 1’档，再连续两次按动开关 ST，MC 单元指示灯 M15——M8 显示该单元中 8 位数据（00100010）；再连续两次按动开关 ST，MC 单元指示灯 M23——M16 显示该单元高 8 位数据（00110011）。再连续两次按动开关 ST，地址加 1，MC 单元指示灯 M7——M0 显示 01H 单元低 8 位数据。如校验的微指令出错，则返回输入操作，修改该单元的数据后再进行校验，直至确认输入的微代码全部准确无误为止，完成对微指令的输入。    位于实验平台 MC 单元左上角一列三个指示灯 MC2、MC1、MC0 用来指示当前操作的微  程序字段，分别对应 M23——M16、M15——M8、M7——M0。实验平台提供了比较灵活的手动操作方式，比如在上述操作中在对地址置数后将开关 KK4 拨至‘减 1’档，则每次随着开关 ST 的两次拨动操作，字节数依次从高 8 位到低 8 位递减，减至低 8 位后，再按动两次开关ST，微地址会自动减一，继续对下一个单元的操作。  微指令字长共 24 位，控制位顺序如表 3-2-1：    其中 MA5…MA0 为 6 位的后续微地址，A、B、C 为三个译码字段，分别由三个控制位译  码出多位。C 字段中的 P<1>为测试字位。其功能是根据机器指令及相应微代码进行译码，使微程序转入相应的微地址入口，从而实现完成对指令的识别，并实现微程序的分支，本系统上的指令译码原理如图 3-2-3 所示，图中 I7…I2 为指令寄存器的第 7…2 位输出，SE5…SE0 为微控器单元微地址锁存器的强置端输出，指令译码逻辑在 IR 单元的 INS\_DEC（GAL20V8）中实现。  从图 3-2-2 中也可以看出，微控器产生的控制信号比表 3-2-1 中的要多，这是因为实验的不同，所需的控制信号也不一样，本实验只用了部分的控制信号。  本实验除了用到指令寄存器（IR）和通用寄存器 R0 外，还要用到 IN 和 OUT 单元，从微控器出来的信号中只有 IOM、WR 和 RD 三个信号，所以对这两个单元的读写信号还应先经过译码，其译码原理如图 3-2-4 所示。 单元的原理图如图 3-2-5 所示， 单元原理如图 3-2-7 所示，IRR0IN 单元的原理图见图 2-1-3 所示，OUT 单元的原理图见图 3-2-6 所示。      几条机器指令对应的参考微程序流程图如图 3-2-9 所示。图中一个矩形方框表示一条微指令，方框中的内容为该指令执行的微操作，右上角的数字是该条指令的微地址，右下角的数字是该条指令的后续微地址，所有微地址均用 16 进制表示。向下的箭头指出了下一条要执行的指令。P<1>为测试字，根据条件使微程序产生分支。      将全部微程序按微指令格式变成二进制微代码，可得到表 3-2-2 的二进制代码表。    三、主要仪器设备及耗材  PC机一台，TD-CMA实验系统一套 | | | | | |
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| 第二部分：实验调试与结果分析（可加页）   1. 调试过程（包括调试方法描述、实验数据记录，实验现象记录，实验过程发现的问题等）   1. 按图 3-2-10 所示连接实验线路，仔细查线无误后接通电源。如果有‘滴’报警声，说明  总线有竞争现象，应关闭电源，检查接线，直到错误排除。    2. 对微控器进行读写操作，分两种情况：手动读写和联机读写。  1) 手动读写  (1) 手动对微控器进行编程（写）  ① 将时序与操作台单元的开关 KK1 置为‘停止’档，KK3 置为‘编程’档，KK4 置为‘控存’档，KK5 置为‘置数’档。  ② 使用 CON 单元的 SD05——SD00 给出微地址，IN 单元给出低 8 位应写入的数据，连续  两次按动时序与操作台的开关 ST，将 IN 单元的数据写到该单元的低 8 位。  ③ 将时序与操作台单元的开关 KK5 置为‘加 1’档。  ④ IN 单元给出中 8 位应写入的数据，连续两次按动时序与操作台的开关 ST， IN 单元的将数据写到该单元的中 8 位。IN 单元给出高 8 位应写入的数据，连续两次按动时序与操作台的开关 ST，将 IN 单元的数据写到该单元的高 8 位。  ⑤ 重复①、②、③、④四步，将表 3-2-2 的微代码写入 2816 芯片中。  (2) 手动对微控器进行校验（读）  ① 将时序与操作台单元的开关 KK1 置为‘停止’档，KK3 置为‘校验’档，KK4 置为‘控存’档，KK5 置为‘置数’档。  ② 使用 CON 单元的 SD05——SD00 给出微地址，连续两次按动时序与操作台的开关 ST，MC 单元的指数据指示灯 M7——M0 显示该单元的低 8 位。  ③ 将时序与操作台单元的开关 KK5 置为‘加 1’档。  ④ 连续两次按动时序与操作台的开关 ST， 单元的指数据指示灯 M15——M8 显示该单MC元的中 8 位，MC 单元的指数据指示灯 M23——M16 显示该单元的高 8 位。  ⑤ 重复①、②、③、④四步，完成对微代码的校验。如果校验出微代码写入错误，重新写  入、校验，直至确认微指令的输入无误为止。  2) 联机读写  (1) 将微程序写入文件  联机软件提供了微程序下载功能，以代替手动读写微控器，但微程序得以指定的格式写入  到以 TXT 为后缀的文件中，微程序的格式如下：    如$M 1F 112233，表示微指令的地址为 1FH，微指令值为 11H（高）、22H（中）、33H（低），  本次实验的微程序如下，其中分号‘；’为注释符，分号后面的内容在下载时将被忽略掉。  (2) 写入微程序  用联机软件的“【转储】—【装载】”功能将该格式（\*.TXT）文件装载入实验系统。装入过  程中，在软件的输出区的‘结果’栏会显示装载信息，如当前正在装载的是机器指令还是微指  令，还剩多少条指令等。  (3) 校验微程序  选择联机软件的“【转储】—【刷新指令区】”可以读出下位机所有的机器指令和微指令，  并在指令区显示。检查微控器相应地址单元的数据是否和表 3-2-2 中的十六进制数据相同，如果不同，则说明写入操作失败，应重新写入，可以通过联机软件单独修改某个单元的微指令，先用鼠标左键单击指令区的‘微存’TAB 按钮，然后再单击需修改单元的数据，此时该单元变为编辑框，输入 6 位数据并回车，编辑框消失，并以红色显示写入的数据。    3. 运行微程序  运行时也分两种情况：本机运行和联机运行。  1) 本机运行  ① 将时序与操作台单元的开关 KK1、KK3 置为‘运行’档，按动 CON 单元的 CLR 按钮，将微地址寄存器（MAR）清零，同时也将指令寄存器（IR）、ALU 单元的暂存器 A 和暂存器 B清零。  ② 将时序与操作台单元的开关 KK2 置为‘单拍’档，然后按动 ST 按钮，体会系统在 T1、T2、T3、T4 节拍中各做的工作。T2 节拍微控器将后续微地址（下条执行的微指令的地址）打入微地址寄存器，当前微指令打入微指令寄存器，并产生执行部件相应的控制信号；T3、T4 节拍根据 T2 节拍产生的控制信号做出相应的执行动作，如果测试位有效，还要根据机器指令及当前微地址寄存器中的内容进行译码，使微程序转入相应的微地址入口，实现微程序的分支。  ③ 按动 CON 单元的 CLR 按钮，清微地址寄存器（MAR）等，并将时序与单元的开关 KK2置为‘单步’档。  ④ 置 IN 单元数据为 00100011，按动 ST 按钮，当 MC 单元后续微地址显示为 000001 时，在 CON 单元的 SD27…SD20 模拟给出 IN 指令 00100000 并继续单步执行， MC 单元后续微地当址显示为 000001 时，说明当前指令已执行完；在 CON 单元的 SD27…SD20 给出 ADD 指令00000000，该指令将会在下个 T3 被打入指令寄存器（IR），它将 R0 中的数据和其自身相加后送R0；接下来在 CON 单元的 SD27…SD20 给出 OUT 指令 00110000 并继续单步执行，在 MC 单元后续微地址显示为 000001 时，观查 OUT 单元的显示值是否为 01000110。  2) 联机运行  联机运行时，进入软件界面，在菜单上选择【实验】－【微控器实验】，打开本实验的数据通路图，也可以通过工具栏上的下拉框打开数据通路图，数据通路图如图 3-2-8 所示。  将时序与操作台单元的开关 KK1、KK3 置为‘运行’档，按动 CON 单元的总清开关后，  按动软件中单节拍按钮，当后续微地址（通路图中的 MAR）为 000001 时，置 CON 单元  SD27…SD20，产生相应的机器指令，该指令将会在下个 T3 被打入指令寄存器（IR），在后面的节拍中将执行这条机器指令。仔细观察每条机器指令的执行过程，体会后续微地址被强置转换的过程，这是计算机识别和执行指令的根基。也可以打开微程序流程图，跟踪显示每条机器指令的执行过程。  按本机运行的顺序给出数据和指令，观查最后的运算结果是否正确。   1. 实验结果及分析（包括结果描述、实验现象分析、影响因素讨论、综合分析和结论等）   实验结果：      实验现象正常。  影响因素：主要是连线是否正确，操作在理解过程的基础上进行就不会有问题。   1. 实验小结、建议及体会       通过这次的微程序控制实验，自己深有体会。原来计算机处理程序指令是通过先提取指令、送往指令寄存器，然后利用判断电路对指令类型进行测试，再进行相应的指令操作。在判断数据的流向、存储器的打开等选择上，这时就靠微程序起作用了。在手动操作运行程序时，我们通过逐步手动的控制输入输出流、WR、RD等控制信号，从而进行一系列的指令操作，完成所需运算。而微程序起的作用就是人为的把需要执行指令所需的“人为动作”，全部以微指令的方式存储起来，当需要执行相应的微指令时，直接从微存中调出微程序即可。所以，微程序起的作用简而言之就是替代手工的操作，使得计算机可以按照一定的逻辑关系运行，这同样也是计算机可以在没有人的操作下独立运行人们所编写的原因，同时也保持了绝对的准确性。刚开始的时候，自己对微程序的了解也不是很深，其主要原因就是不知道微程序到底有什么用？为什么需要微程序呢？后面通过手动操作运行程序和联机运行程序的对比，自己才慢慢的明白了原来微程序是以程序命令的方式模拟手动操作。这样计算机的准确性也就同时上了一个新的台阶。 |